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Цель работы:

Изучить различные типы баз данных.

Задание:

В ходе выполнения работы вам необходимо протестировать скорость работы двух различных СУБД (PostgreSQL и Redis).

Описание задания:

1. Вам необходимо выбрать сущности и их атрибуты, которые вы будете хранить в БД (необходимо выбрать как минимум три связанные сущности с пятью атрибутами);
2. Вам необходимо разработать схему БД для каждой СУБД в отдельности;
3. Вам необходимо создать БД и записать в неё тестовые данные.
4. Вам необходимо программно выполнить различные запросы к БД и измерить скорость их выполнения;

Примечания:

1. Лучше всего проводить измерения на заполненной базе данных (около 1 - 10 млн. записей каждой сущности). Тестовые данные можно сгенерировать случайным образом или воспользоваться открытым датасетом;
2. Перед измерением необходимо оптимизировать каждую СУБД для работы (см. ссылки внизу);
3. Запросы должны быть разного формата: чтение, запись, удаление, чтение связанных сущностей (если СУБД не позволяет делать JOIN, то их реализацию необходимо сделать вручную на том языке, с помощью которого происходит измерение скорости);
4. Если один запрос выполняться быстрее выбранного инструмента измерения скорости, то можно выполнить несколько однотипных запросов подряд и измерить общее время выполнения всех запросов, а потом, поделив на количество запросов, узнать среднее время выполнения одного запроса.
5. СУБД PostgreSQL можно заменить другой реляционной СУБД;
6. СУБД Redis можно заменить другой СУБД класса NoSQL.

Выполнение работы:

Для тестирования я создал Postgre SQL базу данных admission db, состоящую из 3 таблиц (abiturients, directions и abiturient\_direction\_links) – где третья таблица имеет внешние ключи на таблицы абитуриентов и направлений:

BEGIN;

CREATE TYPE admission\_status AS ENUM (

    'request\_in\_progress',

    'enrolled',

    'enrolled\_on\_other',

    'recommended\_on\_other',

    'failed');

CREATE TABLE abiturients(

    id integer GENERATED BY DEFAULT AS IDENTITY,

    email text NOT NULL,

    password text NOT NULL,

    token text NOT NULL,

    is\_admin BOOLEAN DEFAULT FALSE,

    first\_name text NOT NULL,

    second\_name text NOT NULL,

    has\_diplom\_original boolean NOT NULL DEFAULT FALSE,

    is\_requested boolean NOT NULL DEFAULT FALSE,

    is\_enrolled boolean NOT NULL DEFAULT FALSE,

    created\_at VARCHAR(100) NOT NULL DEFAULT '2024-09-15 13:02:56',

    updated\_at VARCHAR(100) NOT NULL DEFAULT '2024-09-15 13:02:56',

    CONSTRAINT pk\_abiturients PRIMARY KEY (id));

CREATE TABLE directions(

    id integer GENERATED BY DEFAULT AS IDENTITY,

    caption text NOT NULL,

    budget\_places\_number INT NOT NULL,

    min\_ball INT NOT NULL DEFAULT 50,

    is\_filled boolean NOT NULL DEFAULT FALSE,

    is\_finalized boolean NOT NULL DEFAULT FALSE,

    created\_at VARCHAR(100) NOT NULL DEFAULT '2024-09-15 13:02:56',

    updated\_at VARCHAR(100) NOT NULL DEFAULT '2024-09-15 13:02:56',

    CONSTRAINT pk\_directions PRIMARY KEY (id));

CREATE TABLE abiturient\_direction\_links(

    id integer GENERATED BY DEFAULT AS IDENTITY,

    abiturient\_id integer NOT NULL,

    direction\_id integer NOT NULL,

    place integer NOT NULL DEFAULT 0,

    mark integer NOT NULL DEFAULT 0,

    admission\_status admission\_status NOT NULL DEFAULT 'request\_in\_progress',

    prioritet\_number integer NOT NULL DEFAULT 1,

    has\_original\_diplom boolean NOT NULL DEFAULT FALSE,

    created\_at VARCHAR(100) NOT NULL DEFAULT '2024-09-15 13:02:56',

    updated\_at VARCHAR(100) NOT NULL DEFAULT '2024-09-15 13:02:56',

    CONSTRAINT pk\_abiturient\_directions\_link PRIMARY KEY (id),

    CONSTRAINT fk\_abiturient\_directions\_link\_abiturients\_abiturient\_id

        FOREIGN KEY (abiturient\_id) REFERENCES abiturients (id)

            ON DELETE CASCADE,

    CONSTRAINT fk\_abiturient\_directions\_link\_directions\_direction\_id

        FOREIGN KEY (direction\_id) REFERENCES directions (id)

            ON DELETE CASCADE);

CREATE OR REPLACE FUNCTION check\_duplicate\_abiturient\_direction()

RETURNS TRIGGER AS $$ BEGIN

IF EXISTS ( SELECT 1 FROM abiturient\_directions\_link

WHERE abiturient\_id = NEW.abiturient\_id AND direction\_id = NEW.direction\_id )

THEN RAISE EXCEPTION

    'Duplicate entry for abiturient\_id % and direction\_id %',

    NEW.abiturient\_id,

    NEW.direction\_id;

END IF;

RETURN NEW;

END;

$$ LANGUAGE plpgsql;

CREATE TRIGGER prevent\_duplicate\_abiturient\_direction

BEFORE INSERT ON abiturient\_direction\_links

FOR EACH ROW

EXECUTE FUNCTION check\_duplicate\_abiturient\_direction();

CREATE OR REPLACE FUNCTION restrict\_updates()

RETURNS TRIGGER AS $$ BEGIN

IF NEW.abiturient\_id != OLD.abiturient\_id

    OR NEW.direction\_id != OLD.direction\_id

    OR NEW.place != OLD.place

    OR NEW.has\_original\_diplom != OLD.has\_original\_diplom

THEN RAISE EXCEPTION 'Only mark, admission\_status, and prioritet\_number fields can be updated';

END IF;

RETURN NEW;

END;

$$ LANGUAGE plpgsql;

CREATE TRIGGER restrict\_fields\_update

BEFORE UPDATE ON abiturient\_direction\_links

FOR EACH ROW

EXECUTE FUNCTION restrict\_updates();

CREATE OR REPLACE FUNCTION update\_has\_original\_diplom()

RETURNS TRIGGER AS $$ BEGIN

IF NEW.has\_diplom\_original != OLD.has\_diplom\_original

THEN

UPDATE abiturient\_direction\_links

    SET has\_original\_diplom = NEW.has\_diplom\_original,

        updated\_at = CURRENT\_TIMESTAMP

    WHERE abiturient\_id = NEW.id;

END IF;

RETURN NEW;

END;

$$ LANGUAGE plpgsql;

CREATE TRIGGER trigger\_update\_has\_original\_diplom

AFTER UPDATE OF has\_diplom\_original

ON abiturients

FOR EACH ROW

EXECUTE FUNCTION update\_has\_original\_diplom();

ALTER TABLE abiturient\_direction\_links RENAME COLUMN has\_original\_diplom TO has\_diplom\_original;

COMMIT;

В качестве NoSQL базы данных я взял Redis – в нем он хранит по ключам (идентификаторам пользователя) информацию о его фикстуре в json – формате  
  
Пример json фикстуры в Redis:

"id": 1,

"value": {

        "first\_name": "Кирилл",

        "second\_name": "Парахин",

        "email": "parahinkv@gmail.com",

        "has\_diplom\_original": true,

        "is\_enrolled": false,

        "directions\_links": [

            {

                "direction\_id": 1,

                "direction\_caption": "PRI",

                "place": 0,

                "mark": 0,

                "admission\_status": "request\_in\_progress",

                "priotitet\_number": 1

            },

            {

                "direction\_id": 2,

                "direction\_caption": "IST",

                "place": 0,

                "mark": 0,

                "admission\_status": "request\_in\_progress",

                "priotitet\_number": 2

            },

            {

                "direction\_id": 3,

                "direction\_caption": "VT",

                "place": 0,

                "mark": 0,

                "admission\_status": "request\_in\_progress",

                "priotitet\_number": 3

            }

        ]

    },

Далее попробуем протестировать скорость работы CRUD операций на примере данных схем данных в 2 СУБД: PostgreSQL и Redis  
  
Для этого я буду использовать BenchmarkDotNet.

Будет в обоих базах такой сценарий:

Сначала производим вставку миллиона пользователей, затем вставляем 100 тысяч позиций пользователей в таблицу, ссылающуюся на направления (это для Postgres, по аналогии заполняем и Redis базу)

Сам тест производительности будет связан со чтениеим данных о поданных направлениях для сотни тысяч пользователей (PostgreSQL и Redis – в случае Postgre это будет JOIN запросы на смежные таблицы, в случае Redis – просто чтение по ключам).  
  
Результаты:

1. Postgres
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![](data:image/png;base64,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)

Как можно заметить, для того же кол-ва операция чтения (100 000) – redis в среднем затрачивал 15 секунд, а Postgres – 26 секунд. Но еще сильнее отличается то, сколько памяти было выделено во время исполнения одного теста – в случае Redis это всего 130 мб, а в случае Postgres – 2,16 гб  
Можно сделать вывод, что для целей быстрого доступа к данным пользователя (в данном случае тесты на обоих базах так или иначе получали фикстуру личного кабинета пользователя – но Postgres делал JOIN запросы на SQL уровне, в отличие от Redis – который просто возвращал json-тело по ключу) более оптимизированно будет использовать NoSQL распределенный кэш Redis.  
Но в целом для постоянного хранения лучше подойдет Postgres – так как его дизайн лучше обеспечивает консистентное ссылочное хранение большого количества связанных данных.

Листинг бэнчмарка для Postgres:

[MemoryDiagnoser]

public class BenchmarkPostgres

{

    [GlobalSetup]

    public async Task SetupAsync()

    {

        var services = new ServiceCollection();

        AddPostgresStorage(services);

        \_provider = services.BuildServiceProvider();

        using var scope1 = \_provider.CreateScope();

        var uow1 = scope1.ServiceProvider.GetRequiredService<IAbiturientUnitOfWork>();

        for (int i = 0; i < 1\_000; i++)

        {

            await uow1.AbiturientsRepository.AddAsync(

                new()

                {

                    FirstName = "Kirill",

                    SecondName = "Parakhin",

                    Email = "test mail",

                    Password = "1111",

                    Token = "guid",

                    IsAdmin = false,

                    IsEnrolled = false,

                    IsRequested = false,

                    HasDiplomOriginal = true

                }, CancellationToken.None);

        }

        await uow1.DirectionsRepository.AddAsync(

            new()

            {

                Caption = "PRI",

                BudgetPlacesNumber = 8,

                MinBall = 60,

                IsFilled = true,

                IsFinalized = false

            }, CancellationToken.None);

        await uow1.SaveAsync(CancellationToken.None);

        await uow1.DisposeAsync();

        using var scope2 = \_provider.CreateScope();

        var uow2 = scope2.ServiceProvider.GetRequiredService<IAbiturientUnitOfWork>();

        for (int i = 0; i < 100; i++)

        {

            await uow2.AbiturientDirectionsRepository.AddAsync(

                new()

                {

                    AbiturientId = i + 1,

                    DirectionId = 1,

                    //AdmissionStatus = AdmissionStatus.RequestInProgress,

                    Mark = 100,

                    Place = i + 1,

                    PrioritetNumber = 1,

                    HasDiplomOriginal = true

                }, CancellationToken.None);

        }

        await uow2.SaveAsync(CancellationToken.None)

        await uow2.DisposeAsync();

    }

    [Benchmark]

    public async Task GetUsersLKsAsync()

    {

        \_unitOfWork = \_provider.GetRequiredService<IAbiturientUnitOfWork>();

        for (int i = 0; i < 100\_000; i++)

        {

            await \_unitOfWork.AbiturientsRepository.GetUserLKAsync(i, CancellationToken.None);

        }

        await \_unitOfWork.DisposeAsync();

    }

    private static IServiceCollection AddPostgresStorage(

        IServiceCollection services)

        => services

            .AddDbContext<AdmissionContext>(

                opt =>

                {

                    var dataSourceBuilder = new NpgsqlDataSourceBuilder(

                        "Host=localhost;Port=5432;Database=admission\_test\_db;" +

                        "Username=postgres;Password=root;");

                    \_ = dataSourceBuilder.MapEnum<AdmissionStatus>("admission\_status");

                    var source = dataSourceBuilder.Build();

                    opt.UseNpgsql(source);

                })

            .AddScoped<IAbiturientUnitOfWork, AbiturientUnitOfWork>()

            .AddScoped<IRepositoryContext, RepositoryContext>()

            .AddScoped<IAbiturientsRepository, AbiturientsRepository>()

            .AddScoped<IDirectionsRepository, DirectionsRepository>()

            .AddScoped<IAbiturientDirectionsRepository, AbiturientDirectionsRepository>();

    private static IServiceCollection AddDb1Context(

        IServiceCollection services)

    {

        var dataSourceBuilder = new NpgsqlDataSourceBuilder();

        \_ = dataSourceBuilder.MapEnum<AdmissionStatus>("admission\_status");

        var source = dataSourceBuilder.Build();

        return services.AddDbContext<AdmissionContext>(

            opt => opt.UseNpgsql(source));

    }

    private IServiceProvider \_provider;

    private IAbiturientUnitOfWork \_unitOfWork;

}

Листинг бэнчмарка для Redis:

[MemoryDiagnoser]

public class BenchmarkRedis

{

    [GlobalSetup]

    public async Task SetupAsync()

    {

        var services = new ServiceCollection();

        AddRedisCache(services);

        var provider = services.BuildServiceProvider();

        \_userLKRepository = provider.GetRequiredService<IUserLKRepository>();

        for (int i = 0; i < 100\_000; i++)

        {

            await \_userLKRepository.AddAsync(

                i,

                new()

                {

                    UserId = i + 1,

                    FirstName = "Kirill",

                    SecondName = "Parakhin",

                    Email = "test mail",

                    IsEnrolled = true,

                    DirectionLinks =

                    [

                        new()

                        {

                            DirectionId = 1,

                            Mark = 100,

                            Place = i + 1,

                            PrioritetNumber = 1,

                            //AdmissionStatus = Storage.Models.Postgres.AdmissionStatus.RequestInProgress

                        }

                    ]

                }, CancellationToken.None);

        }

    }

    [Benchmark]

    public async Task GetUsersLKsAsync()

    {

        await \_userLKRepository.GetUserLKs(

            Enumerable.Range(1, 100\_000).Select(Convert.ToInt64).ToList(),

            CancellationToken.None);

    }

    private static IServiceCollection AddRedisCache(

        IServiceCollection services)

        => services

            .AddSingleton<IConnectionMultiplexer, ConnectionMultiplexer>(

                \_ =>

                {

                    return ConnectionMultiplexer.Connect("localhost:6379");

                })

            .AddScoped<IUserLKRepository, UserLKRepository>();

    private IUserLKRepository \_userLKRepository;

}

Вывод:

В результате выполнения работы были освоены принципы работы с SQL и NoSQL базами данных, изучены и применены способы проверки производительности методы работы с БД на примере PostgreSQL и Redis.